**Sample exercises on Centralized Authentication and SSO with Spring Boot 3 and Spring Cloud**

**Exercise 1: Implementing Centralized Authentication with OAuth 2.1/OIDC**

#### ****1.****pom.xml ****Dependencies****

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId></dependency><dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-oauth2-client</artifactId></dependency><dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId></dependency>

**2. application.yml**

spring:

security:

oauth2:

client:

registration:

google:

client-id: YOUR\_CLIENT\_ID

client-secret: YOUR\_CLIENT\_SECRET

scope:

- openid

- profile

- email

redirect-uri: "{baseUrl}/login/oauth2/code/{registrationId}"

authorization-grant-type: authorization\_code

provider:

google:

authorization-uri: https://accounts.google.com/o/oauth2/v2/auth

token-uri: https://oauth2.googleapis.com/token

user-info-uri: https://openidconnect.googleapis.com/v1/userinfo

user-name-attribute: sub

**3. Security Configuration using Spring Boot 3 Style**

**No more WebSecurityConfigurerAdapter**

@Configuration@EnableWebSecuritypublic class SecurityConfig {

@Bean

public SecurityFilterChain securityFilterChain(HttpSecurity http) throws Exception {

http

.authorizeHttpRequests(authorize -> authorize

.requestMatchers("/").permitAll()

.anyRequest().authenticated()

)

.oauth2Login(); // Enables OAuth2 login

return http.build();

}

}

**4. Create a Controller to Test OAuth2 Authentication**

@RestControllerpublic class UserController {

@GetMapping("/user")

public Map<String, Object> user(@AuthenticationPrincipal OAuth2User principal) {

return principal.getAttributes(); // returns email, name etc.

}

@GetMapping("/")

public String home() {

return "Welcome to the OAuth2 secured app!";

}

}

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbQAAAEPCAYAAAAqOTHwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAADEnSURBVHhe7d3Ba+Na3x/w7+1W/4R5UkbghBgbsmy3fptyZyGIiLkUxpBF30VNKPQFkUIaaBC0UIy6eDahzuYS44AWc8F9tW2XAwlOrwMa6get+h+c1btIF+dIOpIl23HsjKP5fsAwI9nS0ZGsn8/5HeX88k//9E8vICIi+uD+WX4BERHRR8SARkRElfDL//m//49djkRE9OH9IoRgQCMiog+PXY5ERFQJDGhERFQJDGhERFQJDGhERFQJDGhERFQJywPazEPLMNDqR/k1REREO2NxQBt3YRze4suTwMN5Lb+WiIhoZywMaIE/Aupf8Hkvv4aIiGi3LAxo5oEJPD8izK8gIiLaMQsDWu1TI7+IiIhoJy3401cRvKN93P42Zf6MiIh2XkkLLUDXsIAhB4MQEdHHUBLQ2hgIHzg10B3n1xEREe2eBV2Oatj+CeCLAdr5dURERDukpIVGRET0sSwMaPI5tCbM/AoiIqIdszCgmQcMZURE9DEsDGi1X7/AfHZwxYEhRES04xYGNOz18CB84IR/nJiIiHbb4lGOREREH8TiFhoREdEHwYBGRESVwIBGRESVwIBGRESVwIBGRESVwIBGRESVwIBGRESVwIBGRESVwIBGRESVwIBGRESVsEZAi+Adqb/tOPPQMlrwZvn3vE7Ub8EwugjyK5So34Jx5CHS972S5WWV+55fLgXoGgaMs7KSIX2PUVCucReGUTbr96Jty3LLY563sMxr73Nb293WsWxru5s/lvWvXyJ6jTUCmtT4VMsvWkvUb2H/Iswvntcwse4ey8oanBnl+555aBkWRvnlGnkDszC5nkIIgYfzdD9RvwXjpOTTC7cdoGvsw3nOL5cWlXn9fW5ru1s6lm1td0vHArzt+iWi1awR0GowGyaaJoA9Ew00YO7l37O62vkDpteL512rfWqoudlqMBvlAWre4rK2bwTEk1s8geleDw9CwO/kV0gyEAPuUzaQxWrnDxDCh51fgWXbbmMgRGmdLCrz+vvc1na3dCzb2u62jmXt65eIXmONgAYgCQwmmp33mdE6vgmYB7YMUCvbQllnHqyLEOa1j94bgjn9PNa/foloVWsFtPbNAG0AQA29m17alTLz0DIMmQ+beej2oyRfkeYW0pzTXA4jeW8uh3E8wOBY/rN2PtCCyKJ8h1Ra1jeI/rhFCBtfYCXlZV6ESpVev0S0SWsFtGIRvNNbfHkSEOIUw0MHE8gvs7jXO3jaGBR2+Yxg+acQQsj331krBAnZDSRuZMh6HxG+/h4C9Qke4SflDS/2VygvERFtywYDGgCEcNwgCTRFuaVyNvw4MB0P4HeA8PevhaPJdoH5m49BfHzHl3Dru11eIqKq22BAq6F3JVtWshuufBj+KmQS/aOo4fNvH6m8RETVs8GAproXRTzaawTrDUEt/DPc0aHOMnjlW2O7W14iop/DBgNaBO9IBbC9Hh70IcxmEyZCPKrHdKK+gxGA0Yk+MGSCMH4gddyFdWfCdd4hNxY+ovzpoQjhJL8MqJ27sJ8dWHHObObBKSrvLJR5xELF246Ff5aXamGZ37DPbW13O8eyre1u6ViIaOt+EUK85BeuJ4J3ZuH2Lky+1Pa9SEZ3BWcGrDv5b/PaRePCAbT12QesbfgiHp24SICuYWHU8dcaGKKXCQDM62ma95t5aB062g0qV6bMehPu00Nm9NrcA+N6GRduWx1Tsi677UVlXn+f29rulo5lW9vd0rGUGnflQ951F9NvmxmBS/Qz22BAI6J1RH0P4XlvhR9wRLTIBrsciehV1HObFj4zmBFtAFtoRERUCWyhERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJTCgERFRJawR0CJ4RwZa/Uj9cdUWvHges10x7iYzZgdnBoyz1acZjfotGEceIv04x101C3fRq2AS07fWS+7zUb9VvJ9Xk8cUl70Vz+dWRP3h3NJjXJna56JzoJ2vHypXjsJrgYh21hoBTWp82vHZm+rNdILR18rPPH08gBBTuHU5z5UQQr2mcOsjWPngtdfDg8jOj7ay3Jxcc/N3vUkNvW8C4t4GgLlZt3WBq8rQ8SFWmpuuSATvaB/Oc355zvHgDfvYoKJy5K8FItpZawS0GsyGiaYJYM9EAw2Y69y4t8lswlQ3IvPAhHmwemirfWqo99dgNpYF7hp6QxcmQtz+URYaXik323ft/AHT69XLvyq7YwPPDq6SGcM1Mw/OxIZdl/W3vhp63+QPgY/oddcCEf1oawQ0AEkQM9HsvKEltEUNdSOufWq8+kYUv988sGXgXmTPRANA+OemWlHvxLqEWwdGl95cKy364xb47RTN3PKf0auuBSL6odYKaO2buFumht5NOnV8musJ0I3zL3ruJJOXMVR+YtlntbyP9n4gznkU5Hn2ehicq1IdDzA4Tj8SnC3JCWnvr50PlnYbBmcWRjDhOlpHVT4nNO7CMFrwZuXHIo/fkO8rjY0L6kbVc7KdfF3NqaF3VdRKC3B10YB7XnT3XpSDy64rzJlp56ur7TPNVWn/L7wWkk+sXI50nZbLW7Ecr70WiOjHWiugFUlzPSNYxhCnQuVq7hyVX4rgnTpAnIN6cmGqm2n5Zy0YhgUMBYTwYes333EXhn+a5LOm1xNYS2/iQPtGzOdJXiG82E9v2oYB686Gr+fLxl0YJ6P0A8n/QziH6li0Y4/fs3/RgC/kccK/TT+fyNeNA28236X3qi7K44JW2niIyfVlQf1E8I7icyHL2bjYVwFB5spuf1PnVp07PVjgzkrOl99J95nPEZZfC9p1tLAcReu0XN6K5SCij2djAS29kdrw44Bh6t2RckDCw3lN3uS1gQ/lnzXhPmUHV0y+R/LGdTlSAU8Glv2LEHi+xdd1RxauKDsoRMDvjGDpLYjjQTLoIvt/7VhUN6Ukj8W+11q9ViOpm1S+bjYhbqXF9RbBu5zgy68FXbTjKzjPIZzDOJhbGAEY+YFcBxe+1ioWQmRaxuj4EDfyCPW8XD4Al18LyrJyFK4L08C/YjmI6OPZWEBbSdzl6J/KFld+/SvZ92lgka81Rxa+QftG/tJPWxCvNPuK2/wowI0FrBUcn8JGCMdVAaHhltdh3cU0U98C4qaN6Psk/87tKinH0nVEVGnvGNACdA8dNO43d4ORrbUPTrXWftyxtHF5bQJ3DlqXI9jWgnPz/FjQcpQDb8rWbcWifS1aR0SV9o4BTUpu3OMhtEzTK8musjDJnUhR3ysf7LElUb8F6w5A/Qs+Z1o2E4QrtdjaOO0A4YWVtPDkM2AhnMNVHs6WQ8oxCVUeLMDVRQg8O9hfkFPUA2jt3IWNECFcXOrdhProzeNL+cxdZpsBvH6kWnkjWLkBQN3XPIi8aiBaWI4F61a1ajmIaOf8IoR4yS9cRzapbsN/asLR8mT2vcCpb8ibPwB0bNh3I4wA/OXv/oK//ePfFnzWB05kPgQqj/VwXptL5MfLFwnO4oEcrxgYkh/okaflZbLvNeH+9wacf6f9/8nF42H+WJB5ANm+djG5uMWXpwd8/mN5vQ5M/WFsG+71BM7vXzD9lo5AlXIPOtfd5D1Rv4WrTw8y7zV3vHF9BeiqvFR2OdQIzPy6S4T6/jo+pgdO5nj+ej3B3y/4f+HxHhfta7PlWHh9xPWj1R8R/XgbC2hEP5uo7yE875UHPiJ6V+/e5Uj04anBTRY+M5gR7RC20IiIqBLYQiMiokpgQCMiokpgQCMiokpgQCMiokpgQCMiokpgQCMiokpgQCMiokpgQCMiokpgQCMiokpgQCMiokpYI6BF8I4MtPqR+pt2q0xxEtM+S4D6K/fGkYfo1XVTch7G3WQW7/lXd356nVefw5zM52WZktm7Xy1A1zDklEDjbnF5iYhKrBHQpMandSbNqKH3TSyd4uWn0zDXnoJk7jwcDyDEFG5dTk2Tztw8lXOF5YPXXg8P6870PdOnrclNTbM2E813m66biKpkjYBWg9lQN509Ew00YK5zMyRAzfZsHpjJRJ1zAarUa89DDb2hCxMhbv9YtRW4xF4PD08uZPypofdNBtL1mWjW1XGYTZj1pto2EdFyawQ0AMnN00Szw5vOW8VBzDywX9k6eeV52DPR0Geh3kUNdRx7JhpvaLkS0c9nrYDWvoln862hd5OdsTc4y+dt9NxNPkdSvN6I34Oy98XLW/BmKm9jGCoXtZqo31LbS/ep537k+vQY0tyWlifSytYdp/NkZd9fsD29nMcDOUs0gNr5INP1J+uyPI+06DwUCc4sjGDCdbRZvHK5qmX1kr7HkPVfFhvzdRPXm7a9ZDtJfejH0cYgngWciGgFawW0MlG/BevOhp/kbCCnqRcDtBGga1gYxW8+HkAIHzZMuE/xjbmNwZMP/0nIm/y4C8M/TfJA0+sJrCMP0bgL42QEIIRzaAFDAfHkwnx2cBUHwgWifgv7FyGAESxjiFMhIO5t4M6R+aWZB+sCcJ/i/ZoIL64Q6HmiOyspm98BRicGjFPIY7+31fvT/Vnwk+PwGw72Vxg40b4RECKum9cLL/YzQVmeGy1fltSjtLRe1Gf2LxrqHPuAf5t8PpGvm0sPUUGXZO38AdPrpe1KIqKVbDSghX+GQOc0aTV8/s0Enh/VoIE2BsKHnflEG5fXyOR0ohCqGy2CdzmSN0d1Q96/CIHnW3w1B/JGCxPuk7pBq+60VaQ3Uht+HDBMrctOGygRnKn9yk+mN+WOD6FaEOaBKQP3N72VNEE4A4AAVxdhJrhYdwDuhqUtr03JDgoR8DsjWHqL6ziuR2lpvahzYt9rLUOroc6vJl83RETvYKMBre24MLVf89kAV6z26xcgac0E+Po9mzex79MbsnytOSLvleLusKGlWilvYiatvfS1fstrXe0b2WLKtLheY/YVt/lRjJmAR0T042w0oGGvB7cTwjlULZGJi+myPMjeZ3ypj+D0I0T9EGZuSP/k+6pZsQ3SutXi/NbbhHica8Z8QKoV/EPOCRHREhsNaFG/BedA6+bKdMGlsjfEGnpXNsILCxZMrdUSL99PB4gAiPre1rvqpLjLEAj8NM/0em1cXpsYnWSf/wr6qw9g2RSZ4wRQ/4LPmVZueqyLtXHaAcILKzmWwHUQIoRzuMrD2fLRBExCdeyyOxbPDvZfMaCHiKjIL0KIl/zCteUGGcTM6ykezsPMoBC5LA53csAI7udbROlABcm8nuLh05W2HxPuk4vHw7Jtz8tu04b/1ISTPCAM2Pc+cJJuz+7YGN2NAPwFx//8bxj/X7Wi42N64GS3dQ9YmbKluTjrTi1WXan5Y82Tn9HyWasoOQcJLb+Vfa+Jf/j3wH/5b4vqRWBwnH2A2r52Mbm4xZcnHzjVHqwuqhsxQDvzMLYN93oC5/cvufxjXrrPVeqNiH5OGw1oUb+Lr79mh57L5R7C897qN2WiQgG8vonegh8rRPTz2lyX48yDdTHJLwVmHq7wmcGM3kQ+kzecy7ESEcU23ELLdg8C6jm0hd1Jm7b8bwou65IkIqKPZ6MBjYiI6EfZXJcjERHRD8SARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElbBGQIvgHRlo9SNg5qFlFMyDNe7CMOQkn8am57kad2EYXW1OtABdw8jMmVYJ2nEGZwaMs9VngYv6LVXv2rnSz0mm/ubJPwQsX63+G87euAuj6PrQvPbYtiVbjhWucSLaOWsENKnxqeSP+848tC6bmAoB8eTCfHZwtclgczyASOYHk/OoLZj962OrN2Hml62qYWb/IPTxAEJM4dYBYIRh2TmZeXDuoOZyE+v/Eedl87Ip7RuRzs/2AxWVo/QaJ6KdtEZAq8FsmGiaAPZMNNCAqc1/Fv1xizC+me718CC2OSFjGwPhw84vrgKzCVPVo3lgwjxYPbTVPjXU++UM0Zkbc8OGXQdGl8Ut58B10OjYQO68vtrxAOL+o56Zxdc4Ee2mNQIatJudiWYn24oI/8xNH0Nra6ggVvvUeHVrIX6/eWDLG3OiicsrGyhsOQcY3tk4tfLLf0bl1zgR7aa1Alr7Ju7yq6F3E891JnNZ1h2AO0vmYM6CZHlh/ibJscichZ5zS/M42XxPmh+aF/VbBbm7dP+r5NnkNroI9HLrOZ6Zh5Z+PFpZyj87f3yJstzWXg+DuLvveJBp5cq6WZAH095fO5+fQRzHl3ALWmlR38Hk+rJ4Mtaycs6tK8o3lR2/lqsCknPV6kfaucxvL3s9Zc9p2bpl282Xo+waJ6JdtlZAK9bGQAj4HQAdH0LInERwZmEU/1/4sDGCEw9SOBkBCOEcWsAwzbntGwaGllA5H/X+sglENbXzB7kNmHCH8U2ojctrG+7T8q7PdPsjWMYQp0LIbrM7R938IninDnA9lcej5QjLP2vBMNTxCR+23jIad2H4p6puBKbXE1j5gFegfSO0POI6aujNtdIifP29AbcoZ7aonOMujBPAF/H5CuGc6scwf37lPvMTsab50PBiHxb8dHtuHD4DdOO6VfU/OYkDU9m6ZdvNl4OIPqoNBrRiSbJ95qGlD+BIciwm3KcH2YrYM9EAYN9ng0/cjVk7f8D0eknnz14Pbke/CUb4+mcTn/OtlALp9m34ccAw9e6mGnrf1ECJcRfGoYM4vJZ/Vjs+ZfI9kjfSy1HamjUMGRCfb/F1roWzBXErzVf1NL6C0zgtCJKLyinX2fdaa+abgMjMUD5/fqUaet/iQSrI5EPTGcVlDjAW9R2MMIIVt8IOHYQIcftHtGCduWS7+XIQ0Ue19YCWdAOdAn4yym672o4LM25Vja/waG2wyyjucvRPVYvzbex71aJIXtngtz01fP7NVK3PCN7lBK4zH85ixeUM8fjeLZuktZ++kpGYi9YRUeVtOaBF8I4sTK6nuV/tW7b3GV9Ul1LgA6dLuhpXF6B76KBxPz/Ee12ytfZj1M5d2AjhnFq4xZeFrdjicppo1svWbckkLO+SXbSOiCpvOwEtd2NJRj7OvuJ2E7/onx+Trr5Y9qaqckR3FpyDkkEOb5Dsazx8wzNwsozhxX5mYEPU98oHe2zCRK+7Ni6vTeA5ROMq/4NjgnCGJeWUrbzwwsoM3AjOFgxYKbDqyNjauQv72cF+bpCON168blWrloOIdtMvQoiX/ML1zD/kbN8LXH7XBnLUbdgYYfQM4F/+C+B//W/1ThPuk4vHw/Tz5rWPL79babK+42N64GiDQmz44hRDbZ9pjgRJ6xDD1bvwsoNObPhPTThansy+Fzj11UhOAOjYsO9GGAH4y9/9BX/7x78t+KwPnMyXNT/QJXsMxYIzA9adlqtbRe5B5zRPGaB7FOLyWw+1ggESq5SzcN2nK21/Rec3wJff29r5/Y+w7/5zpn7cP/fTuq67mH7roTbz0NLqNVkO1R08t87EVe4ayW73H/Af8F/wX7XrrLz1ndZPPs9LRD/eBgParongnX3FZw65po0L4PVN9Jb88CCi97WdLsddsOnBIETJM4BDmAxmRDunWi00vcupoOtIdtVlFmUVfIaIiD6GagU0IiL6aVW3y5GIiH4qDGhERFQJDGhERFQJDGhERFQJDGhERFQJDGhERFQJDGhERFQJDGhERFQJDGhERFQJDGhERFQJawS0CN6RgVY/UrM3tzJzYS2mffaHe8txyFm4u2M1LYuRzv8V9VuZ/++GAF19njBE8M48OWfdGuWXf6BXvTLb3TW7dL3RZmjX7try3wcp6rdgHK2w7XE3vf4No/D7ssr3CMn7ltx7xt3ycuXLcuQhQgSvn/u+b/F7kNbbdvezijUCmtT4tM5fG6+h900sne/rPa13HJCzNZvZJfl5wXbGeAhY2h9dnn3F48Fn1HJzpK1S/uDMwNASEEJAPLkw76zMxJ+7Y35uN6qA+NrNL3+N/PcBABDg6iIEnh1clV7P8oZtnAC+UN8BITC9nsCKf+Cu+D2C+i4tf1+ArvYd1QVnBoyTCdyntCxiCFjGPpzf9UmW3+G+2zDfdk42ZI2AVoPZUDfzPRMNNGCuOIHma0X97uJfLm/yluMw0ayr95tNmPUmTAC18wdMr3NRbs78r8PtHicQ+MCpNhll9Mcjmr/WgOMBxL2dLF9e/gimo01sudeD28nPFr4rauh9m8Kt55dX3MxDd2O/kOev1R8tuXbfIP99ANTs8x0bNoCRX3zMwdk+nGcT7lN2Yt34ezM6kS2t5d8jqX2jfhTmV2iCsyGaBduK+i1Ydybcp9wExns9PIgp3Ia2bMtqnxowD0x1T31LI+Ht1ghoAJKbv4lmR97MN27mwbqY5Jdu2BuOo6Hev2ei8YpfJ8FZdlbv7R9ngCFOtS9ghK9/NvF55eCtq6GW+VyEcGLD3eYvP3qFCN6pg01dTXPX6g/3lms3lv8+QNbb5QSuM8DltQncDQu6CgMM7wB03GwAUWq/foGJEI47/8m1jbsYWgN8zi+PW5MlZQFq6L3zxMZxEDMP7Lmeq/e0VkBr38S/UHIVF+djZh5ahTkWLfeU+UzcByx/4UT9FoxDByFCOIcGjKMr/Kej7PZk33PcZ5xuu9X30NW2lXQTqH3o/bulx6G2VZ4f0t/fxqBwDjW1jWQ78v/WHYA7C4ZhwP63+ePM9kOnuapsH3u8XL4n7aeXy3P99uMQTSfb3YiVJj7Nlz8vgndkAcPsr9V52nb0V7LN7PmZK3/+8/lcgn6taa/yfvyi60FbVnp9ldd78Ta15Wdesl7vlio+5kX1EW8vyHxvuuO4HmQXa3ixn7lmMvvSjifN8+TP9fy1WtqtXPD9LV6XPSfl+9aOf+5cZ6/dbB0uOuea/PcBcru3+ILPe3FgGmGYP97xECNAtUQK7JloAMBE7+rDCt+jMgG6/mnaG6JbVpY5BffdTToeJOWsnQ9Kguw7EUK8bOI1vTZfAMhX3X2ZCvEi7u0XAC/m9fRFCP/FVuvte/W5e/sFsF98IV6EmL649fxnzRf3Kd6HWt/xs/usuy9Tbdvp9uLP6NuQ70v2v4VXWg+qHJnjmD+G7Hr9OOJyqs/o21Ofl/vSj3f+5V+r+kzK52bfnzkHy8qvXk/uizlXzqJX7njV5+T1kK7P/z8tT/58qfqJrxH1/+Tz6npL31+0/bLrYf7cpNfXonov22Z8LJirv8x242Pq+CXljetD315aTr+zoD7UvvT/+x352cz3tfBcz9fH3Gvp91e7NrV7Qfm+9brKn/vctfvkvphava7yXRAF3weh6iR/zaR1ql6Ze9n8dvPX7krfIzF/HGmZct9JvTylZcldI8CLfV9w363wa60WWpG039iG/039ijoewO8A4e9fEaGNgfCRZmwieJcj2PdaK+mbgIg/+yrpts3ry7TFML6C86xaP4YBw5BdKGV95JtjwxfquMzXdGXqxzFVv3pq6A3d7K/GOyfpqxfxfgoFCKEn0CN8hbng/bEl5d/r4SEeFAJgdFkyAgshHp8BO07A733GlzoQ/qkS4eMrOM96l2X2WKO+g1HdxWXyK7WNwb0NPN/i6wzALMQEJr7EOZXjU9hYkNN76/VQVO+l2wzTHF6mayjA1QXgDrUWvhBypvSF9aHlBLWZ1Rf/SpddU7LFJssnW11DhPr3ddG5LrXo+yvXZb6L2r0Apfuezwml5zJ37e718CDke1cbXIGC74NcNryztZxaDZ9/M9Nr7LVUPl3KH9+KZh5Ca9H3uow6B/c2ABPuk8DgOH/frbaNBbQy5V84ebPburqLqTYiScQ3j48k7s4AgONLuPX0BrqomyXqDwE9gT6+wuOnDR77Xg9+QcI61cbltakFvGyAi74XZHvUsU6+R2ng05lNmAjxGMaDUrS8RT7AFVn3elhU76/Z5iwszXEtq4/1yBtbpmwLfwStatH3t3ideWACz48oOKvLFVy7cZfj0Ipv4kp+KHvSjZz7PkD9aMIIlvZ+GRxD3P6h1bn6sVR4TUJ1Wz5vZrRf4DpwTnLleXawH3cbxmX5/WvJD0lo4wN+LlsPaOGfYclJNtGsv+WLuqJ1v0C7RN2oZbJV/QoTQv7ivdgvCWrzCfTC0V1vVPvUKDm/Uu3cha2+jIZhYZK0PNVni/IVKsksb4BFv5TTRybajnx0wDAMGIcOGve5UV95a18PC+r9NdvcM9GIA3LOsvpYT/G+3m7R91euK7zhZlowq5u7dsdd7F804Att1G3seFDw42L++wBE+Po7CgK+OseZ8rdx2klb6XnRH7cIYcLN5+fW0L7JlmV6bSY/muSxqrI8O7AKv/s/ry0ENO0LOfPg3M2fZPklkE378MLKDXhQSXCtiR70PURqSGiadE2fG9nPJ49jx5dw6yNYmfUBvB92EahjgKwbb1x0nJL+ZQpcB2HcbTXuJjfS9o384hWae16naHRXbIKw4Eu6XDw6rHirMsHvoKndMDLPwhxfwq0DoxP9we60m7F27sJGCOdUG5ih1wUCdA8f4Wpf/rmbm/6reuH1sOT6Kqv3hdssIm9G+jED6mHhJfWxnAwkAICxB2+mWshqOHlMv87KFVyrGYu+vzX0ruzcDVfWp321Tkqh7NpNr9vAXzIec+77AER9C06jeKRg23Fh5gJG+2aqWunZgUvxc2f2sh9TRcJX/BjSyLKoAUArDjYp/vFRMfmk2ltecWLW7uhJyXh9dsBDnNDMJoj1RGdBMjMzGMF+cQsHheSTpdl1qySOs4n6/Lry11yyu2DwRPKe/KCA5DhVYr9jp5/NJYTNesEAnDjhnySl7Wyi+d6eTwoniXi8AObLP/z7ZeXP12U+mT2fUJdlyr8KBvsUHI985faZOSfzSfCk7Pl1yefyx6BdD6XX1+J6L95m2f6L62VuUMLcfua3N3e96dvV9le0r7nPzp3rgmt1btBNfju5717m+ko/t3zfue/zv/nX89durs7tTn5QSfaV/z5k6iR/zeXKnV+fP+b8PWX58RWUIV93+e3ly1hWViBXB0X3xtz9LX9eX/v/sldctrKyb+H1ixDiJR/k1iV/qTTSRCitIUBXdc1t9cn+dxHBO/uKz3PPxETw+iF652+9SgJ0z1Dw2EQAr2+i9+Hrj+jji/oewvPeu8SELXQ5EklR34JTMM4h6l8Bv7798i578Dc4G8JkMCP6sdQzohY+v0swA4CNtdCyf79MG65KryBbZ/FN2vzwrbTiv6e4uePK1lfMvi/OpRFRtW0soBEREf1I7HIkIqJKYEAjIqJKYEAjIqJKYEAjIqJKYEAjIqJKYEAjIqJKYEAjIqJKYEAjIqJKYEAjIqJKYEAjIqJKWCOgRfCO1Iy9Mw8tIzvX0nsJztKZaIF4llp9HqkWjCMPkV7elSw4vnEXxsLjfe2+8gJ041lpscr+Xkn9sdDMbL6b3P4PkJ7nXbbgmiKijVkjoEnrz6C7Ge0bbZr7cRfGSf5P1L5tOvS54yvbR4ac1Xi9P7yb+0O7K+1vVfKGapwCfm5mXiFcPB7mfhx8ENk/iL375q4pItqoNQJaDWbDRNOMp5NvwHztLK2bdjyAuLczi2qfGjAPzGTm3dVvJiXHV7CPzWpjIHwke9jY/mSgxFBAfMvPSwa1X4HpgZO2DD+I2vmDnJ5+55VcU0S0UWsENADJF9JEs9PErt5S4iBmHtjyZrKyj3F8qwjOHDSf9KnhVWvNiFtlEbyjLsJzH01/17vuPrLqXFNEu2qtgNa+iec6q6GXm4046rfS/IyW25DLuwhUnih7Q51/f5xPSnM9aX5spVzV8SCZE6t2PtBu6Cr/ltle1qLjAwCEWi6qoMxpS0f+v9WPtHrJ5U/G3eQYy1tI83WUbk8dR5If07Y/8zA88HPBbB9Ow5fdjVaI1tE+nMYp2qjh8wGQduBl61+WTV/WgjfTypXsd8F5S3KC88cjz0nu/dp5Ttcvyz/pZVpyjeTem+12za3LlGvBeS05n0uvKSJ6s7UCWpmo34IFdbMUAn7Dwf5ZoOU6RrCMIU6FkN1pdxaMuDtM+LCfHVypm0BwZmHUibflw8YITj9Kb8q5SSNfo30jINaegDSEc6lyUU8uzGd5jHM5MO3/4cW+qpcp3HoIx1W3xpmH1skE7pOsr9PvDuYneA7hHKo6Uvu7Ghd0t+318PDkZn75R388ovlreusMzvbhwMU0zj2aAJ4B21K32k9AmAQldZ7UcU5OWvBmbQzEFG4dqsUhu3NRdzEVshVYet6SnOD88ewbBoaWUPUTn+cAXUOe5/BiX1sfwjks+zESwTuKrye5/8bFfskPBXkd3f42le9V16N8b26dKpeV/CArOa+HBgz/FEIITK9NjC7Z4iV6TxsMaAGuLkKEF/vJL1TrDsDdEGFy89VmsjabMGHCzXSHAZPv8haQDPqYeWhlAkUNvW/xTfVHMOEO1S/svR78axO4GyLI58C0/6czNKsAoASuA1ynLaj2r1/SlQmtjvZMaB9fKkQTn+O6nXlw7gD7Km0dRH/cIoSNU9WSjb4D5h4Q9R2MMIIVt04OHYQIcftHpNW/XO8cTDO5udLzluQE548nP8N0+Gc4V39yfQ29oQsTIwyLgtT4Cs6zCiyGAUPtf+QXhL/xFRy48OMBPMcDCKHKMb6C82zDTQb36PtdcF47fjpQCQCeH7UWLxFt2wYDGtTNKj+Kbt2WkOq6OgX8pFWwe2qfXhNidAGGd7lFrwxYi0UIkY7yDFwHYd3FZRI4Inz9PQQ6p+r8RPj6p2y0AermnDmP+ujN+AYPhL9/zbVCtnzeltVR3cU0V+5MkFGi7/Nt4VjhOrXf+AcXEe2eDQe0EI8b+Ukqu44m19lf/7so+j4B6usk+U0063FrZNsihBPA/O1z2jrrW3CeTbhO/OjDFR4tra4n4YLusgDdw0e4qptYdrnifc7bLMQEasRgkRVbRbVPjdL3yh8pxa3A1UfLEtF722BAa+Py2sToJJu0D/rr5xGSm/3sK24LcmbzwWCickDbpAXtmQfrIsx042HlX/E1fP7N1PI2cVcfMDpZNEAkJW+86TEHruwadA5b8GY1mMgGpaS+xl1YvyMdeTfz0LpsJq232rmbC1TyPV4yMGSIUzFAO+4WvLMyAyqWnbfX0luBgesg7LiZbuokMB1fyq7Q3EAdr2hgyPEpbIxg5Y6x24/UdoDRif6gvoNRpoVLRDtHCPGyyZffwQuQvux78TK9NrVl9ov/5L6Ymff4L7b2f/N6mv1M3X6x6+rfnb++uPG/gRd0/Bdxb2vbN1/cp/lyzZfRfvEL1i19le4rfwx/nTumTN3U3Zdprr7Ma/fFVnU2v5/89qcvQkwzdWFfuy+mVqbptZ2WT99evs5UWYTwX+yOL9+fO0fyPVoZ1PvyxxSUnbd/+S/S5YXH48+fV7U/s2OnZUnKWnBdFZyHdLmqK+3z5e/V3j+333y558+rX1iu4lf8WXk+59fzxRdfq79+EUK85IMcVUWA7hkwKMghFQnOukAyvHwXyBGFk2TwRVVF8Poheue7U/NEH9EGuxxp97QxsIZLnsWSgjMDQ2uXgtnPQT7HZgG/suaJ3oottJ+AfA4Qc49IAOnfjMwPnf/xss/1pUPkiYiKMaD9NEoeSM8/O0VE9EExoBERUSUwh0ZERJXAgEZERJXAgEZERJXAgEZERJXAgEZERJXAgEZERJXAgEZERJXAgEZERJWwRkCL4B0Z8u8Dzjy0jOx0Me8lODMyU5Zg3IVhpNN9vD+tXgqWx7N4d//HG+osV99RvwXjyENUum8iop/HGgFN+tETHbZvtJmI1d8j/LFq6H3TZ3WWgrN9PF7JmZP9DjD6K+CLgr+puMzMQ+vQmZ+QspHOSk1E9DNbI6DVYDbUjMF7JhrxJJE/0vEA4t7OL90BAYZ36ezK7Rux/kzOez08PLmZmbFrnxowD0x1Tl77IyNAV2/hEhF9cGsENKQzHcNEs9PM3GRJMwsxyS/bsDiImQd2EjhXEZylf8meiKgK1gpo7WQSyBp6N9kWh5zfSeWMjjzEWR25vIsAAbrx+rMgm2PS3i+nD0lzT9n82NtyRoVlnHloGQaMJEeVzX2l+1LLz7xkfXeMpLzy32ofhw5ChHAOte0W5PoKyzO3rgUv3994PEimfKmdD7RuTFV3hS0wuc66A3BnJeWPz48X7+9f/V2631n6ufR4pUVlJyJ6T2sFtDJRvwULPoRQOaOGg/2zQM3HFQIYwTKGOBVCdhHeWXJyw6GAED7sZwdX6mYZnFkYdeJt+bAxgtOPVEApmAblFWrnDxBPLkzY8OMuwL0eHu59ld+K4B3F5ZL7b1zsozvW9n13m6wfHGfn7sruw4T7JCDEA3rhfK6vrM4AGfz2LxrwVRng32Y+W66NgdByjHPrpnDrauoYIXD5PT0/t3FZ/uc/5rpx2xgIH/qShWUnInpnGwxoAa4uQoQX+8kvdtkKGCI8f8D02gRgwxeqdWc21c0+O0Bi8l3+xk8Gfcw8tDLBoobeN3VDfou9HtzOCEOttREAsmzjKzjPccvKgKH2P/LDdN8dVyv3/M2+0Fyur7zOAkTwLkew77XWsNWYHxSyATXt/LgrT6K5qOxERO9vgwENQNIa0V/xDfm1VBfXKeDHLYoNa1s2Rpdpl2Ool7TuYpo5jrIWz1uV1NnsK27zrVBz1/KVJWXPv42I6B1sOKCFeNxIE0J2+U2up+uPClzF8WnSzRn8AXxW+SgAwPPjVlpD80rqbM9EQ2ux7qaSshMR/QAbDGhtXF6bGJ1kHxoO+usPFAj/VHfLotaKvj4xQfiqB5ZVmS9bGOJzGjiPL+HWR7Byg1S8FQahzAegopt+XM5FddbGaQcIL6xkXeDGg0zWfDA7IYf5A7Jl6mndrhlmE6ZW/qjvyK7XEwPd8aKyExG9v1+EEC/5hW8RnKlcimLf64MOIPNoT0042kPC9r0PnKR5MvN6Ch9W+pm6DRsjjJ4BdP4Kd/L36aCQjg9hDbXBFvN5uYVmHlqHt/gy95n8QA8bvrhEqA9I6fiqGzL73rnyQ3VhXj1iv6CcRXUmRy9mB8DY1y4mF0VlzVPlSco3LxmoU3cR/HaLtn5+tG5DvWzmtYvGhQMk5Ssre1ru9FiIiLZr4wGNKBXA65vorTzQhIhofRvsciRKBWcGDGMIk8GMiN5JBVtoy59TM6+nc39zkYiIPrYKBjQiIvoZscuRiIgqgQGNiIgqgQGNiIgqgQGNiIgqgQGNiIgqgQGNiIgqgQGNiIgqgQGNiIgqgQGNiIgqgQGNiIgqYY2AFsE7MtDqR3LqFUOfD0vOMt0tm19rY7QyLLWovMtoxzPuwjC6CPJvebW3lIeIiMqsEdCkxqf8H/fNzx+2Lcv/+HCR+fKuykTTzC97u/XLQ0RERdYIaDWYDXWT3zPRQAPmHgC0MRA+7PzbN66G3rcp3Hp+eZmy8q7CRLOu3m82YdabeHtse0t5iIiozBoBDUByEzbR7GziJr9tbyhvQ71/z0SjYWIz7ao3lIeIiAqtFdDaNwO0AdlauuktucnLPJQRv448ZDJf4266riAfl65blr+Suan4/Xp+rbS8Mw+t3Huz9Pe3MbiRW5HK9qeWnwWZY9PziqXlISKita0V0FYn82q4FxBCQAgf9rOD/TiojbswTgBfCAgxhVsP4ZzKdcGZhVHHTz+HEZzSwBPBO7KAYbqfxsX+8sEpez08CLHGZJ9l+9Pye3cWDP8UQgj4HWB0mQvkRES0UVsNaFHfwaju4vI4XtLG4N4Gnm/xdRbBuxzBvtdaK98ExDfZYmnfCIibtmpFLRlsMr6C8xzCOYxbTPL9I39xm25tpfsL0/xex5flB2AesFORiGjbthrQwj/D/CI5uAIhHsMQjwtHKqoux1PAFysMAqm7mIq4xaRemS7CDXvv/RER0UJbDWjmgalaY3Nr0DRNNOvA5HtRR5zs0ptcT5MW21LPjygIn9vz3vsjIqKFthLQ4iBVO3dhI82LAUDgOgg7Lnp7NXz+zUR4YWUeLA7O0sEfSQtv9hW3Ba25ZP3xJdz6CFZmwEkArzTn9kbvvT8iIlrqFyHES37herIPVpvXUzXYIvfAtZZbAoCo38L+RdrWiT+XWV63YWOE0TOAzl/hTv4+fbA62V7+wW4bvojzcyVmHlqHDpCU9TWK9neJUH/ou+NjeuBox7dCmYiIaC0bDGhEREQ/zla6HImIiN4bAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVUCAxoREVVCYUCL+i0YRiszTxkREdEuKwxotfMHiPsGnEMD3XF+LRER0e4pDGhAPCszMPLj+aOJiIh2V3lAQ4jHZ8A8MPMriIiIds6CgCY1PtXyi4iIiHbOL0KIl/zCWNRvYf/3L5h+64FhjYiIdtnCFlrt/AFiCFhGF8ykERHRLlsY0DDuwjgFfDFAO7+OiIhohyzocgzQNSzgXmBwnF9HRES0Wxa30IiIiD6IBQHNRJPPoRER0QexIKBJfA6NiIg+gvKANr6C82ziy68csE9ERLuvMKBF/RaME8AXD+jt5dcSERHtngWjHImIiD6OwhYaERHRR8OARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElcCARkRElfD/AVgzadZ9uxp4AAAAAElFTkSuQmCC)

**Exercise 2: Configuring Authorization Servers and Resource Servers**

### 1. ****pom.xml Dependencies****

<!-- Spring Security --><dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId></dependency>

<!-- OAuth2 Resource Server with JWT --><dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-oauth2-resource-server</artifactId></dependency>

<!-- Optional: for JSON Web Token decoding --><dependency>

<groupId>org.springframework.security</groupId>

<artifactId>spring-security-oauth2-jose</artifactId></dependency>

<!-- Spring Web (for controllers) --><dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId></dependency>

2. **application.yml Configuration**

spring:

security:

oauth2:

resourceserver:

jwt:

issuer-uri: https://issuer.example.com # Replace with real one (e.g., Keycloak/Okta)

If you're using **Keycloak**, the issuer URI will be like:

https://<keycloak-host>/realms/<realm-name>

3. **Security Configuration (Spring Boot 3 style)**

@Configuration@EnableWebSecuritypublic class ResourceServerConfig {

@Bean

public SecurityFilterChain securityFilterChain(HttpSecurity http) throws Exception {

http

.authorizeHttpRequests(auth -> auth

.requestMatchers("/secure").authenticated()

.anyRequest().permitAll()

)

.oauth2ResourceServer(oauth2 -> oauth2

.jwt()

);

return http.build();

}

}

4. **Secure Endpoint**

@RestControllerpublic class SecureController {

@GetMapping("/secure")

public String secure() {

return " This is a secure endpoint. You are authenticated with a valid JWT.";

}

@GetMapping("/")

public String publicApi() {

return "Public endpoint. No authentication required.";

}

}

**OUTPUT:**

## Server Startup Output (Console)

When you run your Spring Boot application (with main() in ResourceServerApplication.java), you'll see something like:

yaml

CopyEdit

2025-07-17 11:30:12 INFO ... ResourceServerApplication: Started ResourceServerApplication in 2.5 seconds

Endpoint Behavior (Browser / Postman / curl)

### GET http://localhost:8080/

**No token needed.**

bash

CopyEdit

curl http://localhost:8080/

**Output:**

pgsql

CopyEdit

Public endpoint. No authentication required.

GET http://localhost:8080/secure

#### Case 1: No token provided

bash

CopyEdit

curl http://localhost:8080/secure

**Output:**

401 Unauthorized

Response Headers:

go

CopyEdit

WWW-Authenticate: Bearer error="unauthorized", error\_description="Full authentication is required to access this resource"

Case 2: Invalid or expired token provided

bash

CopyEdit

curl -H "Authorization: Bearer invalid.token.here" http://localhost:8080/secure

**Output:**

401 Unauthorized

Message:

csharp

Bearer token is malformed or invalid

Case 3: Valid JWT token provided

bash

CopyEdit

curl -H "Authorization: Bearer VALID\_JWT\_TOKEN" http://localhost:8080/secure

**Output:**

This is a secure endpoint. You are authenticated with a valid JWT.

**Exercise 3: Using JSON Web Tokens (JWT) for Secure Communication**

**1.** pom.xml **– Add dependencies**

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId>

</dependency>

<dependency>

<groupId>io.jsonwebtoken</groupId>

<artifactId>jjwt</artifactId>

<version>0.9.1</version>

</dependency></dependencies>

**2.** application.yml **– JWT Secret Config**

spring:

security:

jwt:

secret: mySecretKey123456

**3.** JwtConfig.java **– JWT Config Class**

import org.springframework.beans.factory.annotation.Value;import org.springframework.context.annotation.Configuration;

@Configurationpublic class JwtConfig {

@Value("${spring.security.jwt.secret}")

private String secret;

public String getSecret() {

return secret;

}

}

**4.** JwtTokenProvider.java **– Token Generator**

import io.jsonwebtoken.\*;import org.springframework.beans.factory.annotation.Autowired;import org.springframework.stereotype.Component;

import java.util.Date;

@Componentpublic class JwtTokenProvider {

@Autowired

private JwtConfig jwtConfig;

public String createToken(String username) {

Claims claims = Jwts.claims().setSubject(username);

Date now = new Date();

Date validity = new Date(now.getTime() + 3600000); // 1 hour

return Jwts.builder()

.setClaims(claims)

.setIssuedAt(now)

.setExpiration(validity)

.signWith(SignatureAlgorithm.HS256, jwtConfig.getSecret())

.compact();

}

public boolean validateToken(String token) {

try {

Jwts.parser().setSigningKey(jwtConfig.getSecret()).parseClaimsJws(token);

return true;

} catch (JwtException | IllegalArgumentException e) {

return false;

}

}

public String getUsername(String token) {

return Jwts.parser().setSigningKey(jwtConfig.getSecret())

.parseClaimsJws(token)

.getBody()

.getSubject();

}

}

**5.** JwtAuthenticationFilter.java **– JWT Filter**

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.security.authentication.UsernamePasswordAuthenticationToken;import org.springframework.security.core.context.SecurityContextHolder;import org.springframework.security.web.authentication.WebAuthenticationDetailsSource;import org.springframework.stereotype.Component;import org.springframework.web.filter.OncePerRequestFilter;

import javax.servlet.FilterChain;import javax.servlet.http.HttpServletRequest;import javax.servlet.http.HttpServletResponse;import java.io.IOException;import java.util.Collections;

@Componentpublic class JwtAuthenticationFilter extends OncePerRequestFilter {

@Autowired

private JwtTokenProvider tokenProvider;

@Override

protected void doFilterInternal(HttpServletRequest request,

HttpServletResponse response,

FilterChain filterChain) throws IOException {

String header = request.getHeader("Authorization");

if (header != null && header.startsWith("Bearer ")) {

String token = header.substring(7);

if (tokenProvider.validateToken(token)) {

String username = tokenProvider.getUsername(token);

UsernamePasswordAuthenticationToken authentication = new UsernamePasswordAuthenticationToken(

username, null, Collections.emptyList());

authentication.setDetails(new WebAuthenticationDetailsSource().buildDetails(request));

SecurityContextHolder.getContext().setAuthentication(authentication);

}

}

filterChain.doFilter(request, response);

}

}

**6.** SecurityConfig.java **– Spring Security Configuration**

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.context.annotation.Bean;import org.springframework.context.annotation.Configuration;import org.springframework.security.config.annotation.web.builders.HttpSecurity;import org.springframework.security.config.http.SessionCreationPolicy;import org.springframework.security.web.SecurityFilterChain;import org.springframework.security.web.authentication.UsernamePasswordAuthenticationFilter;

@Configurationpublic class SecurityConfig {

@Autowired

private JwtAuthenticationFilter jwtAuthenticationFilter;

@Bean

public SecurityFilterChain filterChain(HttpSecurity http) throws Exception {

http.csrf().disable()

.sessionManagement().sessionCreationPolicy(SessionCreationPolicy.STATELESS)

.and()

.authorizeHttpRequests()

.antMatchers("/api/auth/\*\*").permitAll()

.anyRequest().authenticated();

http.addFilterBefore(jwtAuthenticationFilter, UsernamePasswordAuthenticationFilter.class);

return http.build();

}

}

**7.** AuthController.java **– Controller to Authenticate and Access**

import org.springframework.beans.factory.annotation.Autowired;import org.springframework.web.bind.annotation.\*;

import java.util.Map;import java.util.HashMap;

@RestController@RequestMapping("/api/auth")public class AuthController {

@Autowired

private JwtTokenProvider tokenProvider;

@PostMapping("/login")

public Map<String, String> login(@RequestParam String username) {

String token = tokenProvider.createToken(username);

Map<String, String> response = new HashMap<>();

response.put("token", token);

return response;

}

@GetMapping("/secure-data")

public String getSecureData() {

return "You have accessed a protected endpoint!";

}

}

**OUTPUT:**

### ****Login Endpoint****

**URL:** POST /api/auth/login?username=bindhu

**Output (JSON):**
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### ****2. Secure Endpoint****

**URL:** GET /api/auth/secure-data
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